Q1. What is the purpose of Python's OOP?

Ans:- In Python, object-oriented Programming (OOPs) is a programming paradigm that uses objects and classes in programming. It aims **to implement real-world entities like inheritance, polymorphisms, encapsulation, etc. in the programming**.

Q2. Where does an inheritance search look for an attribute?

Ans:- We've been using this expression throughout the book to access module attributes, call methods of objects, and so on. When we say this to an object that is derived from a class statement, however, the expression kicks off a search in Python—it searches a tree of linked objects, looking for the first appearance of attribute that it can find. When classes are involved, the preceding Python expression effectively translates to the following in natural language:

Find the first occurrence of attribute by looking in object, then in all classes above it, from bottom to top and left to right.

In other words, attribute fetches are simply tree searches. The term inheritance is applied because objects lower in a tree inherit attributes attached to objects higher in that tree. As the search proceeds from the bottom up, in a sense, the objects linked into a tree are the union of all the attributes defined in all their tree parents, all the way up the tree.

In Python, this is all very literal: we really do build up trees of linked objects with code, and Python really does climb this tree at runtime searching for attributes every time we use the object. attribute expression. To make this more concrete, Figure 25-1 sketches an example of one of these trees.

In this figure, there is a tree of five objects labeled with variables, all of which have attached attributes, ready to be searched. More specifically, this tree links together three
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Figure 25-1. A class tree, with two instances at the bottom (I1 and I2), a class above them (C1), and two superclasses at the top (C2 and C3). All of these objects are namespaces (packages of variables), and the inheritance search is simply a search of the tree from bottom to top looking for the lowest occurrence of an attribute name. Code implies the shape of such trees.
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class objects (the ovals C1, C2, and C3) and two instance objects (the rectangles I1 and I2) into an inheritance search tree. Notice that in the Python object model, classes and the instances you generate from them are two distinct object types

Q3. How do you distinguish between a class object and an instance object?

## Ans:- class object:

when we **create**a class in python then a **class object** is created so whenever python finds a class statement in the whole program then it creates a class object and assigns a name to that object i.e. class name. As we know in python, everything is an object so the class itself is an object and is the instance of [metaclasses](https://artificialintelligencestechnology.com/python/metaclasses-in-python/). Look at the following example

|  |  |
| --- | --- |
| 1  2 | class MyClass:   pass |

above code will generate a class object and name it ‘MyClass’. From this class object, we will create **instance objects**.

Class objects provide default behavior and serve as factories for instance objects.

the class object comes from the ‘class’ statement in code. whenever we encounter a class statement then a **class object** will be created.

class object inherits the attributes of its parent classes.

Instance object:

when we **call**a class, it creates an instance object of that class from which the object has been created. For example when we call the above-created class then it will create an instance object like this.

|  |  |
| --- | --- |
| 1 | Obj1=MyClass() |

the above statement creates an object and names it to **Obj1**which is an instance of MyClass.

Instance objects are real objects in your python code process. The instance object has access to attributes of the class from which it is created. For example, **Obj1**is the instance of class **MyClass** so, Now Obj1 can access everything defined in the class, and in the class object, we define the default behavior and properties of objects.

The instance object comes from a call i.e. when we call the class. Actually, we are creating instance objects of that class.

instance object inherits the attributes of the class object from which it was created.

* class object is like a blueprint for intance object but instance object is a concrete item in out code.
* instance objects are new namespaces, thay start out empty but inherit object attributes that live in class object.
* The first argument of class functions(self) reference the instance object and assignments to attributes of self change data in the instance.

Q4. What makes the first argument in a class’s method function special?

Ans:- **Class method**: Used to access or modify the class state. In method implementation, if we use only [class variables](https://pynative.com/python-class-variables/), then such type of methods we should declare as a class method. The class method has a cls parameter which refers to the class.

Class methods are methods that are called on the [class](https://pynative.com/python-classes-and-objects/) itself, not on a specific object instance. Therefore, it belongs to a class level, and all class instances share a class method.

* **A class method is bound to the class** and not the object of the class. It can access only class variables.
* It can modify the class state by changing the value of a [class variable](https://pynative.com/python-class-variables/) that would apply across all the class objects.

In method implementation, if we use only class variables, we should declare such methods as class methods. The class method has a cls as the first parameter, which refers to the class.

Class methods are used when we are **dealing with factory methods**. Factory methods are those methods that **return a class object for different use cases**. Thus, factory methods create concrete implementations of a common interface.

The class method can be called using ClassName.method\_name() as well as by using an object of the class.
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Q5. What is the purpose of the init method?

Ans:- The \_\_init\_\_ method lets the class initialize the object’s attributes and serves no other purpose. It is only used within classes.

### Create a Class

Let’s begin by creating a class:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | class Dog:    def \_\_init\_\_(self,dogBreed,dogEyeColor):        self.breed = dogBreed      self.eyeColor = dogEyeColor... |

First, we declare the class Dog using the keyword class. We use the keyword def to define a function or method, such as the \_\_init\_\_ method. As you can see, the \_\_init\_\_ method initializes two attributes: breed and eyeColor.

We’ll now see how to pass these parameters when declaring an object. This is where we need the keyword self to bind the object’s attributes to the arguments received.

Q6. What is the process for creating a class instance?

Ans:- To create instances of a class, you call the class using class name and pass in whatever arguments its \_\_init\_\_ method accepts.

class Employee:

# Class attribute

empCount = 0

# Constructor of class

# it is mainly used for assignment of instance variables

def \_\_init\_\_(self, name, salary ):

# instance variable or instance attributes

self.emp\_name = name

self.emp\_salary = salary

Employee.empCount += 1

# method of a class

def displayEmployeeInfo(self):

print("Employee name : ",self.emp\_name, " , Employee Salary : ",self.emp\_salary)

# method of a class

def displayEmployeeCount(self):

print("Employee Count : ",Employee.empCount)

emp1 = Employee('Shashank', 1000)

emp1.displayEmployeeInfo()

emp1.displayEmployeeCount()

emp2 = Employee('Rahul', 2000)

emp2.displayEmployeeInfo()

emp2.displayEmployeeCount()

emp1.displayEmployeeCount()

emp2.displayEmployeeCount()

Q7. What is the process for creating a class?

Ans:- class Employee:

# Constructor of class

# it is mainly used for assignment of instance variables

def \_\_init\_\_(self, name, salary ):

# instance variable or instance attributes

self.emp\_name = name

self.emp\_salary = salary

# method of a class

def displayEmployeeInfo(self):

print("Employee name : ",self.emp\_name, " , Employee Salary : ",self.emp\_salary)

emp1 = Employee('Shashank', 1000)

emp2 = Employee('Rahul', 2000)

emp1.displayEmployeeInfo()

emp2.displayEmployeeInfo()

print(emp1.emp\_name)

print(emp2.emp\_name)

Q8. How would you define the superclasses of a class?

Ans:- The class whose properties gets inherited by another class is known as **superclass or parent class**

**Two ways of initializing a superclass: explicitly using superclass name, or using super() method.**

1. Using the actual superclass name as: < SuperClassName >< . > \_\_init\_\_(self) . We initialized NumList this way in our first subclass.
2. Using a more general format as: < super() >< . > < \_\_init\_\_() >.

Q9. What is the relationship between classes and modules?

Ans:- Modules are collections of methods and constants. They cannot generate instances. Classes may generate instances (objects), and have per-instance state (instance variables).

Modules may be mixed in to classes and other modules. The mixed in module’s constants and methods blend into that class’s own, augmenting the class’s functionality. Classes, however, cannot be mixed in to anything.

A class may inherit from another class, but not from a module.

A module may not inherit from anything.

Q10. How do you make instances and classes?
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Q11. Where and how should be class attributes created?

Ans:- class Employee:

# Class attribute

empCount = 0

# Constructor of class

# it is mainly used for assignment of instance variables

def \_\_init\_\_(self, name, salary ):

# instance variable or instance attributes

self.emp\_name = name

self.emp\_salary = salary

Employee.empCount += 1

# method of a class

def displayEmployeeInfo(self):

print("Employee name : ",self.emp\_name, " , Employee Salary : ",self.emp\_salary)

# method of a class

def displayEmployeeCount(self):

print("Employee Count : ",Employee.empCount)

emp1 = Employee('Shashank', 1000)

emp1.displayEmployeeInfo()

emp1.displayEmployeeCount()

emp2 = Employee('Rahul', 2000)

emp2.displayEmployeeInfo()

emp2.displayEmployeeCount()

emp1.displayEmployeeCount()

emp2.displayEmployeeCount()

Q12. Where and how are instance attributes created?

Ans:- class Employee:

# Class attribute

empCount = 0

# Constructor of class

# it is mainly used for assignment of instance variables

def \_\_init\_\_(self, name, salary ):

# instance variable or instance attributes

self.emp\_name = name

self.emp\_salary = salary

Employee.empCount += 1

# method of a class

def displayEmployeeInfo(self):

print("Employee name : ",self.emp\_name, " , Employee Salary : ",self.emp\_salary)

# method of a class

def displayEmployeeCount(self):

print("Employee Count : ",Employee.empCount)

emp1 = Employee('Shashank', 1000)

emp1.displayEmployeeInfo()

emp1.displayEmployeeCount()

emp2 = Employee('Rahul', 2000)

emp2.displayEmployeeInfo()

emp2.displayEmployeeCount()

emp1.displayEmployeeCount()

emp2.displayEmployeeCount()

Q13. What does the term "self" in a Python class mean?

Ans:- self represents the instance of the class. By using the “self”  we can access the attributes and methods of the class in python. It binds the attributes with the given arguments.

The reason you need to use self. is because Python does not use the @ syntax to refer to instance attributes. Python decided to do methods in a way that makes the instance to which the method belongs be passed automatically, but not received automatically: the first parameter of methods is the instance the method is called on.

In more clear way you can say that SELF has following Characteristic-

*Self is always pointing to Current Object.*

For example

class Employee:

# Constructor of class

# it is mainly used for assignment of instance variables

def \_\_init\_\_(self, name, salary ):

# instance variable or instance attributes

self.emp\_name = name

self.emp\_salary = salary

# method of a class

def displayEmployeeInfo(self):

print("Employee name : ",self.emp\_name, " , Employee Salary : ",self.emp\_salary)

emp1 = Employee('Shashank', 1000)

emp2 = Employee('Rahul', 2000)

emp1.displayEmployeeInfo()

emp2.displayEmployeeInfo()

print(emp1.emp\_name)

print(emp2.emp\_name)

Q14. How does a Python class handle operator overloading?

Ans:- In Python, overloading is achieved by **overriding the method which is specifically for that operator, in the user-defined class**. For example, \_\_add\_\_(self, x) is a method reserved for overloading + operator, and \_\_eq\_\_(self, x) is for overloading == .

The operator overloading in Python means provide extended meaning beyond their predefined operational meaning. Such as, we use the "+" operator for adding two integers as well as joining two strings or merging two lists. We can achieve this as the "+" operator is overloaded by the "int" class and "str" class.

Python program for simply using the overloading operator for adding two objects.

**Example:**

1. **class** example:
2. def \_\_init\_\_(self, X):
3. self.X = X
5. # adding two objects
6. def \_\_add\_\_(self, U):
7. **return** self.X + U.X
8. object\_1 = example( **int**( input( print ("Please enter the value: "))))
9. object\_2 = example( **int**( input( print ("Please enter the value: "))))
10. print (": ", object\_1 + object\_2)
11. object\_3 = example(str( input( print ("Please enter the value: "))))
12. object\_4 = example(str( input( print ("Please enter the value: "))))
13. print (": ", object\_3 + object\_4)

**Output:**

Please enter the value: 23

Please enter the value: 21

: 44

Please enter the value: Java

Please enter the value: Tpoint

: JavaTpoint

Q15. When do you consider allowing operator overloading of your classes?

Ans:- Consider that we have two objects which are a physical representation of a class (user-defined data type) and we have to add two objects with binary '+' operator it throws an error, because compiler don't know how to add two objects. So we define a method for an operator and that process is called operator overloading.

Q16. What is the most popular form of operator overloading?

Ans:- A very popular and convenient example is the **Addition (+) operator**. Just think how the '+' operator operates on two numbers and the same operator operates on two strings. It performs “Addition” on numbers whereas it performs “Concatenation” on strings.

Q17. What are the two most important concepts to grasp in order to comprehend Python OOP code?

## Ans:- Inheritance and Polymorphism

Object oriented programming (OOP) paradigm is built around the idea of having objects that belong to a particular type. In a sense, the type is what explains us the object.

Everything in Python is an object and every object has a type. These types are declared and defined using [classes](https://towardsdatascience.com/a-comprehensive-guide-for-classes-in-python-e6bb72a25a5e). Thus, classes can be considered as the heart of OOP.

In order to develop robust and well-designed software products with Python, it is essential to obtain a comprehensive understanding of OOP. In this article, we will elaborate on two key concepts of OOP which are inheritance and polymorphism.

Both inheritance and polymorphism are key ingredients for designing robust, flexible, and easy-to-maintain software. These concepts are best explained via examples. Let’s start with creating a simple class.

class Employee(): def \_\_init\_\_(self, emp\_id, salary):  
 self.emp\_id = emp\_id  
 self.salary = salary def give\_raise(self):  
 self.salary = self.salary \* 1.05

We have created a class called Employee. It has two data attributes which are employee id (emp\_id) and salary. We have also defined a method called give\_raise. It applies a 5-percent increase on the salary of an employee.

We can create an instance of the Employee class (i.e. an object with Employee type) and apply the give\_raise method as follows:

emp1 = Employee(1001, 56000)print(emp1.salary)  
56000emp1.give\_raise()print(emp1.salary)  
58800.0

OOP allows us to create a class based on another class. For instance, we can create the Manager class based on the Employee class.

class Manager(Employee):  
 pass

In this scenario, Manager is said to be a child class of the Employee class. The child class copies the attributes (both data and procedural) from the parent class. This concept is called **inheritance.**

It is important to note that inheritance does not mean copying a class. We can partially inherit from a parent (or base class). Python also allows for adding new attributes as well as modifying the existing ones. Thus, inheritance comes with a great deal of flexibility.

We can now create a manager object just like we create an employee object.

mgr1 = Manager(101, 75000)  
print(mgr1.salary)  
75000

A child class can have new attributes in addition to the ones inherited from the parent class. Furthermore, we have the option to modify or override the inherited attributes.

Let’s update the give\_raise method so that it applies a 10-percent increase for the managers.

class Manager(Employee): def give\_raise(self):  
 self.salary = self.salary \* 1.10mgr1 = Manager(101, 75000)  
print(mgr1.salary)  
75000mgr1.give\_raise()  
print(mgr1.salary)  
82500

We will create another child class of the Employee class. The Director class inherits the attributes from the Employee class and modifies the give\_raise method with a 20-percent increase.

class Director(Employee): def give\_raise(self):  
 self.salary = self.salary \* 1.20

We now have three different class and they all have a give\_raise method. Although the name of the method is the same, it behaves differently for different type of objects. This is an example of **polymorphism**.

Polymorphism allows for leveraging the same interface for different underlying operations. Regarding our example of manager and director objects, we can use them as they were an instance of the employee class.

Let’s see polymorphism in action. We will define a function that applies raise to a list of employees.

def bulk\_raise(list\_of\_emps):  
 for emp in list\_of\_emps:  
 emp.give\_raise()

The bulk\_raise function takes a list of employees and apply the give\_raise function to each object in the list. The next step is to create a list of employees of different types.

emp1 = Employee(101, 45000)  
emp2 = Manager(103, 60000)  
emp3 = Director(105, 70000)list\_of\_emps = [emp1, emp2, emp3]

Our list contains one employee, one manager, and one director objects. We can now call the bulk\_raise function.

bulk\_raise(list\_of\_emps)print(emp1.salary)  
47250.0print(emp2.salary)  
66000.0print(emp3.salary)  
84000.0

Although each object in the list has a different type, we do not have to explicitly state it in our function. Python knows which give\_raise method to apply.

As we see in the examples, polymorphism is accomplished using inheritance. Subclasses (or child classes) make use of the methods from the parent class to establish polymorphism.

## Conclusion

Both inheritance and polymorphism are fundamental concepts of object oriented programming. These concepts help us to create code that can be extended and easily maintainable.

Inheritance is a great way to eliminate unnecessary repetitive code. A child class can inherit from the parent class partially or entirely. Python is quite flexible with regards to inheritance. We can add new attributes and methods as well as modify the existing ones.

Polymorphism contributes to Python’s flexibility as well. An object with a particular type can be used as if it belonged to a different type. We have seen an example of it with the give\_raise method.

Q18. Describe three applications for exception processing.

Ans:- Exception processing is the process of **responding to unwanted or unexpected events when a computer program runs**. Exception processing deals with these events to avoid the program or system crashing, and without this process, exceptions would disrupt the normal operation of a program.

### The types of exceptions are

Exceptions can come in the following two exception classes:

1. **Checked exceptions.**Also called compile-time exceptions, the [compiler](https://www.techtarget.com/whatis/definition/compiler) checks these exceptions during the compilation process to confirm if the exception is being handled by the programmer. If not, then a compilation error displays on the system. Checked exceptions include SQLException and ClassNotFoundException.
2. **Unchecked exceptions.**Also called runtime exceptions, these exceptions occur during program execution. These exceptions are not checked at compile time, so the programmer is responsible for handling these exceptions. Unchecked exceptions do not give compilation errors. Examples of unchecked exceptions include NullPointerException and IllegalArgumentException.

The three applications for exception processing are

  specialized programming language constructs, [interrupt](https://www.techtarget.com/whatis/definition/interrupt) hardware mechanisms, and operating system [interprocess communication](https://www.techtarget.com/whatis/definition/interprocess-communication-IPC)

Q19. What happens if you don't do something extra to treat an exception?

Ans:- if you don't handle exceptions  
  
When an exception occurred, if you don't handle it, **the program terminates abruptly and the code past the line that caused the exception will not get executed**.

Q20. What are your options for recovering from an exception in your script?

Ans:- # How to handle exceptions in Python

# a = 10

# print("Hello !!")

# print( a/0 )

# print("Bye !!!")

# list\_a = [2,6,8,1,30]

# print( list\_a[7] )

# a = 5

# try:

# result = a/0

# print(result)

# except:

# print("Some Error Has Occured !!!")

# print("Byee !!!")

num = 5

list\_a = [1,2,3,4,7,90,20]

dict\_a = {'shashank' : 20, 'rahul' : 30}

try:

print("Divide number by 0 ")

#result = num/0

result = num/5

print(result)

print("Step 1 Done ")

print("Access 11'th element from List ")

# print(list\_a[11])

print(list\_a[5])

print("Step 2 Done ")

print("Access value of amit from dictionary ")

#print(dict\_a['amit'])

print(dict\_a['shashank'])

print("Step 3 Done ")

except ZeroDivisionError:

print("This Error Was Ocuured Because Division by 0 Happened !!")

except IndexError:

print("Error occured because out of bound index is getting accessed !!")

except KeyError:

print("Search Key Doesn't Exists !!")

except Exception as err:

print("Error Occured and Message : ", err)

# Use of Else Block

a = 5

try:

#result = a / 0

result = a / 2

except ZeroDivisionError:

print("Error Occured because of Division by 0 !!")

else:

print("Calculation completed !!")

print(result)

# Use Of Finally Keyword

a = 5

try:

result = a / 0

# result = a / 2

except ZeroDivisionError:

print("Error Occured because of Division by 0 !!")

else:

print("Calculation completed !!")

print(result)

finally:

print("Doesn't matter try-except but I will print myself !!")

**Handling Exceptions**

1. First, the try clause (the statement(s) between the try and except keywords) is executed.
2. If no exception occurs, the except clause is skipped and execution of the try statement is finished.
3. If an exception occurs during execution of the try clause, the rest of the clause is skipped.

Q21. Describe two methods for triggering exceptions in your script.

## Ans:- ****Exception Handling In Python****

In Python, exceptions can be handled by two new methods:

1. raise – You can use it to trigger an exception manually in your code
2. assert – You can use it to trigger an exception in your code conditionally

raise – You can use it to trigger an exception manually in your code.

### ****Raise Exceptions in Python****

To trigger exceptions, we need to code raise statements. Their general form is simple: the keyword, ‘raise’, followed by the name of the exception to be raised.  
Example:

class RaisingValueError(Exception):

def \_\_init\_\_(self, data):

self.data = data

def \_\_str\_\_(self):

return repr(self.data)Total\_movie = int(input(“Enter Total Movies Seen: “))

try:

Num\_of\_genres = int(input(“Enter Num of genres: “))

if(Num\_of\_genres < 1):

raise RaisingValueError(“Number of genres can’t be less than 1”)

except RaisingValueError as e:

print (“Try entering again:”, e.data)

Assert exception in python

You can use it to trigger an exception in your code conditionally

Now that you have enough theoretical knowledge of the concept let’s jump right into some code.

**Default Exception Handler**

Suppose we write the following code:

*#default exception handler*

test\_list = [1, 2, 3]

index = 5

print(test\_list[index])

**Copy code**

There is not much to this code; it simply tries to print a list element at a given index. Suppose the given index is greater than or equal to the length of the list, an exception will be triggered as Python detects out-of-bounds indexing operation for sequences and reports it by triggering the built-in IndexError exception.

You should know that exceptions have a rich type hierarchy. Because we have not explicitly mentioned any code to handle this exception, the default exception handler is invoked and a standard error message is displayed. A typical error message includes the exception that was raised, along with a list of code lines and functions that were active when the exception occurred, which we call ***stack trace***. The default handler also terminates the program immediately.

Q22. Identify two methods for specifying actions to be executed at termination time, regardless of  
whether or not an exception exists.

Ans:- try/finally – Allows to specify termination or cleanup actions, irrespective of exceptions occur or not.

Sometimes regardless of whether the exception has occurred or not, you want some action to occur. In such cases, you can use the **finally**clause with **try.**

For example, when you are working with files, you have to prevent more than one program from manipulating the same file at once. So, when a program finishes using a file, it should close the file to release it to other programs. Closing the file should be the cleanup action. You can achieve this by using **finally**.

*#Demonstrating try/finally clause*

test\_list = [1, 2, 3]

index = input('Enter the index: ')

try:

print(test\_list[index])

except:

print('The index should be between 0 &', len(test\_list) - 1, 'but was given', index)

finally:

print("\nFinally Block: This is always executed")

**Copy code**

Q23. What is the purpose of the try statement?

Ans:- The try block lets you test a block of code for errors. The try statement **allows you to define a block of code to be tested for errors while it is being executed**.

Q24. What are the two most popular try statement variations?

Ans:- There are two other optional segments to a try block: **else and finally** . Both of these optional blocks will come after the try and the except . Also, there's nothing stopping you from using both else and finally in a single statement — but keep them in that order if you do.

# The Different Try/Except Variations

So far we’ve used a try/except and even a try/except/except, but this is only two-thirds of the story.

There are two other optional segments to a try block: else and finally. Both of these optional blocks will come **after** the try and the except. Also, there’s nothing stopping you from using both else and finally in a single statement — but keep them in that order if you do.

Let’s go through each individually and see how they extend the behavior of a simple try/except.

## Try/Except/Else

When attaching an else statement to the end of a try/except, this code will be executed **after** the try has been completed, but only **if no exceptions occur**.

We can take the previous example of prompting a user for an integer input and use an else block to thank them for valid input and breaking out of the while loop.

while True:  
 try:  
 num = int(input("Enter an int: "))  
 except Exception as e:  
 print(e)  
 else:  
 print("Thank you for the integer!")  
 break# Enter an int: a  
# invalid literal for int() with base 10: 'a'  
# Enter an int: 3  
# Thank you for the integer

## Try/Except/Finally

When attaching a finally statement to the end of a try/except, this code will be executed **after** the try has been completed, **regardless of exceptions**.

Again, we’ll use our previous example and add a simple counter to illustrate this behavior.

count = 0  
while True:  
 try:  
 num = int(input("Enter an int: "))  
 break  
 except Exception as e:  
 print(e)  
 finally:  
 count += 1  
 print("Attempt #:",count)# Enter an int: a  
# invalid literal for int() with base 10: 'a'  
# Attempt #: 1  
# Enter an int: 3  
# Attempt #: 2

This might look a bit odd because the break is still inside the try. It’s reasonable to think that the finally would be cut short upon proper input, however, that’s not the case. The finally section will still execute, regardless of how the try is exited.

It’s a very small next step to take what we’ve demonstrated here and form a try/except/else/finally statement.

Q25. What is the purpose of the raise statement?

Ans:- Python raise Keyword is used **to raise exceptions or errors**. The raise keyword raises an error and stops the control flow of the program. It is used to bring up the current exception in an exception handler so that it can be handled further up the call stack.

Q26. What does the assert statement do, and what other statement is it like?

Ans:- The assert keyword is used when debugging code. The assert keyword lets you test if a condition in your code returns True, if not, the program will raise an AssertionError. You can write a message to be written if the code returns False, check the example below. assert statement takes an expression and optional message. assert statement is used **to check types, values of argument and the output of the function**. assert statement is used as debugging tool as it halts the program at the point where an error occurs.

**assert in Python**

In simpler terms, we can say that assertion is the boolean expression that checks if the statement is True or False. If the statement is true then it does nothing and continues the execution, but if the statement is False then it stops the execution of the program and throws an error.

**Flowchart of Python Assert Statement**
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*assert in Python*

**assert Keyword in Python**

In python, **assert** keyword helps in achieving this task. This statement takes as input a boolean condition, which when returns true doesn’t do anything and continues the normal flow of execution, but if it is computed to be false, then it raises an AssertionError along with the optional message provided.

***Syntax :****assert condition, error\_message(optional)*

Q27. What is the purpose of the with/as argument, and what other statement is it like?

Ans:- **The with statement works with the open() function to open a file**. The **with statement** in Python is used for resource management and exception handling. You’d most likely find it when working with file streams. For example, the statement ensures that the file stream process doesn’t block other processes if an exception is raised, but terminates properly.

In Python, the with statement **replaces a try-catch block with a concise shorthand**. More importantly, it ensures closing resources right after processing them. A common example of using the with statement is reading or writing to a file.

A function or class that supports the with statement is known as a context manager. A context manager allows you to open and close resources right when you want to. For example, the open() function is a context manager. When you call the open() function using the with statement, the file closes automatically after you’ve processed the file.

The with statement is a replacement for commonly used try/finally error-handling statements. A common example of using the with statement is opening a file. To open and write to a file in Python, you can use the with statement as follows:

with open("example.txt", "w") as file:

file.write("Hello World!")

The with statement automatically closes the file after you’ve completed writing it.

Under the hood, the with statement replaces this kind of try-catch block:

f = open("example.txt", "w")

try:

f.write("hello world")

finally:

f.close()

Q28. What are \*args, \*\*kwargs?

Ans:- **Special Symbols Used for passing arguments:-**

* \*args (Non-Keyword Arguments)
* \*\*kwargs (Keyword Arguments)

***Note:****“We use the “wildcard” or “\*” notation like this – \*args OR \*\*kwargs – as our function’s argument when we have doubts about the number of  arguments we should pass in a function.”*

**Python \*args**

The special syntax *\*args* in function definitions in python is used to pass a variable number of arguments to a function. It is used to pass a non-key worded, variable-length argument list.

* The syntax is to use the symbol \* to take in a variable number of arguments; by convention, it is often used with the word args.
* What *\*args* allows you to do is take in more arguments than the number of formal arguments that you previously defined. With *\*args*, any number of extra arguments can be tacked on to your current formal parameters (including zero extra arguments).
* For example, we want to make a multiply function that takes any number of arguments and is able to multiply them all together. It can be done using \*args.
* Using the \*, the variable that we associate with the \* becomes an iterable meaning you can do things like iterate over it, run some higher-order functions such as map and filter, etc.

**Example 1:**

Python program to illustrate \*args for a variable number of arguments

|  |
| --- |
| def myFun(\*argv):      for arg in argv:          print(arg)      myFun('Hello', 'Welcome', 'to', 'GeeksforGeeks') |

**Output:**

Hello

Welcome

to

GeeksforGeeks

**Example 2:**

Python program to illustrate \*args with a first extra argument

* Python3

|  |
| --- |
| def myFun(arg1, \*argv):      print("First argument :", arg1)      for arg in argv:          print("Next argument through \*argv :", arg)      myFun('Hello', 'Welcome', 'to', 'GeeksforGeeks') |

Output:- First argument : Hello

Next argument through \*argv : Welcome

Next argument through \*argv : to

Next argument through \*argv : GeeksforGeeks

**What is Python \*\*kwargs**

The special syntax *\*\*kwargs* in function definitions in python is used to pass a keyworded, variable-length argument list. We use the name *kwargs* with the double star. The reason is that the double star allows us to pass through keyword arguments (and any number of them).

* A keyword argument is where you provide a name to the variable as you pass it into the function.
* One can think of the *kwargs* as being a dictionary that maps each keyword to the value that we pass alongside it. That is why when we iterate over the *kwargs* there doesn’t seem to be any order in which they were printed out.

**Example 1:**

Python program to illustrate \*kwargs for a variable number of keyword arguments. Here \*\*kwargs accept keyworded variable-length argument passed by the function call. for first=’Geeks’ first is key and ‘Geeks’ is a value. in simple words, what we assign is value, and to whom we assign is key.

|  |
| --- |
| def myFun(\*\*kwargs):      for key, value in kwargs.items():          print("%s == %s" % (key, value))      # Driver code  myFun(first='Geeks', mid='for', last='Geeks') |

**Output:**

first == Geeks

mid == for

last == Geeks

**Example 2:**

Python program to illustrate  \*\*kwargs for a variable number of keyword arguments with one extra argument. All the same, but one change is we passing non-keyword argument which acceptable by positional argument(arg1 in myFun). and keyword arguments we passing are acceptable by \*\*kwargs. simple right?

* Python3

|  |
| --- |
| def myFun(arg1, \*\*kwargs):      for key, value in kwargs.items():          print("%s == %s" % (key, value))      # Driver code  myFun("Hi", first='Geeks', mid='for', last='Geeks') |

**Output:**

first == Geeks

mid == for

last == Geeks

**Using both \*args and \*\*kwargs to call a function**

**Example 1:**

Here, we are passing \*args and \*\*kwargs as an argument in the myFun function. By passing \*args to myFun simply means that we pass the positional and variable-length arguments which are contained by args. so, “Geeks” pass to the arg1 , “for” pass to the arg2, and “Geeks” pass to the arg3. When we pass \*\*kwargs as an argument to the myFun it means that it accepts keyword arguments. Here, “arg1” is key and the value is “Geeks” which is passed to arg1, and just like that “for” and “Geeks” pass to arg2 and arg3 respectively. After passing all the data we are printing all the data in lines.

* python3

|  |
| --- |
| def myFun(arg1, arg2, arg3):      print("arg1:", arg1)      print("arg2:", arg2)      print("arg3:", arg3) |
| # Now we can use \*args or \*\*kwargs to  # pass arguments to this function :  args = ("Geeks", "for", "Geeks")  myFun(\*args)    kwargs = {"arg1": "Geeks", "arg2": "for", "arg3": "Geeks"}  myFun(\*\*kwargs) |

**Output:**

arg1: Geeks

arg2: for

arg3: Geeks

arg1: Geeks

arg2: for

arg3: Geeks

**Example 2:**

Here, we are passing \*args and \*\*kwargs as an argument in the myFun function. where **‘geeks’, ‘for’, ‘geeks’** is passed as \*args, and **first=”Geeks”, mid=”for”, last=”Geeks”** is passed as \*\*kwargs and printing **in the same line.**

|  |
| --- |
| def myFun(\*args, \*\*kwargs):      print("args: ", args)      print("kwargs: ", kwargs)      # Now we can use both \*args ,\*\*kwargs  # to pass arguments to this function :  myFun('geeks', 'for', 'geeks', first="Geeks", mid="for", last="Geeks") |

**Output:**

args: ('geeks', 'for', 'geeks')

kwargs: {'first': 'Geeks', 'mid': 'for', 'last': 'Geeks'}

**Using \*args and \*\*kwargs to set values of object**

* \*args receives arguments as a **tuple**.
* \*\*kwargs receives arguments as a **dictionary.**
* class car(): #defining car class
* def \_\_init\_\_(self,\*args): #args receives unlimited no. of arguments as an array
* self.speed = args[0] #access args index like array does
* self.color=args[1]
* #creating objects of car class
* audi=car(200,'red')
* bmw=car(250,'black')
* mb=car(190,'white')
* print(audi.color)
* print(bmw.speed)

**Output**

red

250

With \*\*kwargs

class car(): #defining car class

    def \_\_init\_\_(self,\*\*kwargs): #args receives unlimited no. of arguments as an array

        self.speed = kwargs['s'] #access args index like array does

        self.color = kwargs['c']

#creating objects of car class

audi=car(s=200,c='red')

bmw=car(s=250,c='black')

mb=car(s=190,c='white')

print(audi.color)

print(bmw.speed)

**Output**

red

250

Q29. How can I pass optional or keyword parameters from one function to another?

Ans:- To pass optional or keyword parameters from one function to another, collect the arguments using the \* and \*\* specifiers in the function’s parameter list But, at first, do know what are \*args and \*\*args in Python. Let us understand them −

## Variable-length/ Arbitrary arguments in Python (\*args)

### Example

When you don’t know in advance about the number of arguments to be passed, the arguments are variable-length. Include an asterisk i.e. \* before the parameter name while defining the function. Let us see an example:

def demo(\*car):

print("Car 1 = ",car[0])

print("Car 2 = ",car[1])

print("Car 3 = ", car[2])

print("Car 4 = ", car[3])

# call

demo("Tesla", "AudTo pass optional or keyword parameters from one function to another, collect the arguments using the \* and \*\* specifiers in the function’s parameter list But, at first, do know what are \*args and \*\*args in Python. Let us understand them −

Variable-length/ Arbitrary arguments in Python (\*args)

Example

When you don’t know in advance about the number of arguments to be passed, the arguments are variable-length. Include an asterisk i.e. \* before the parameter name while defining the function. Let us see an example:

i", "BMW", "Toyota")

### Output

('Car 1 = ', 'Tesla')

('Car 2 = ', 'Audi')

('Car 3 = ', 'BMW')

('Car 4 = ', 'Toyota')

## Arbitrary Keyword Arguments in Python (\*\*kwargs)

When you don’t know in advance about the number of keyword arguments to be passed, the arguments are arbitrary keyword arguments.

### Example

Let us see an example −

def demo(\*\*c):

print("Car Name: "+c["name"])

print("Car Model: "+c["model"])

# call

demo(name = "Tesla", model = "2022")

### Output

Car Name: Tesla

Car Model: 2022

Pass optional or keyword parameters from one function to another

To pass, collect the arguments using the \* and \*\* in the function’s parameter list. Through this, you will get the positional arguments as a tuple and the keyword arguments as a dictionary. Pass these arguments when calling another function by using \* and \*\* −

def f(a, \*args, \*\*kwargs):

...

kwargs['width'] = '14.3c'

...

g(a, \*args, \*\*kwargs)

Q30. What are Lambda Functions?

Ans:- A lambda function is an anonymous function (i.e., defined without a name) that can take any number of arguments but, unlike normal functions, evaluates and returns only one expression.

A lambda function in Python has the following syntax:

lambda parameters: expression

The anatomy of a lambda function includes three elements:

* The **keyword lambda** — an analog of def in normal functions
* The **parameters** — support passing positional and keyword  
  arguments, just like normal functions
* The **body** — the expression for given parameters being evaluated  
  with the lambda function

Note that, unlike a normal function, we don’t surround the parameters of a lambda function with parentheses. If a lambda function takes two or more parameters, we list them with a comma.

We use a lambda function to evaluate only one short expression (ideally, a single-line) and only once, meaning that we aren’t going to apply this function later. Usually, we pass a lambda function as an argument to a higher-order function (the one that takes in other functions as arguments), such as Python built-in functions like filter(), map(), or reduce().

## How a Lambda Function in Python Works

Let’s look at a simple example of a lambda function:

lambda x: x + 1

<function \_\_main\_\_.<lambda>(x)>

The lambda function above takes a single argument, increments it by 1, and returns the result. It’s a simpler version of the following normal function with the def and return keywords:

def increment\_by\_one(x):

return x + 1

For now, however, our lambda function lambda x: x + 1 only creates a function object and doesn’t return anything. We expected this: we didn’t provide any value (an argument) to its parameter x. Let’s assign a variable first, pass it to the lambda function, and see what we get this time:

a = 2

print(lambda x: a + 1)

<function <lambda> at 0x00000250CB0A5820>

Instead of returning 3, as we might expect, our lambda function returned the function object itself and its memory location. Indeed, this isn’t the right way to call a lambda function. To pass an argument to a lambda function, execute it, and return the result, we should use the following syntax:

(lambda x: x + 1)(2)

3

Note that while the parameter of our lambda function isn’t surrounded with parentheses, when we call it, we add parentheses around the entire construction of the lambda function and around the argument we passed to it.

Another thing to notice in the code above is that with a lambda function, we can execute the function immediately after its creation and receive the result. This is the so-called **immediately invoked function execution** (or **IIFE**).

We can create a lambda function with multiple parameters. In this case, we separate the parameters in the function definition with a comma. When we execute such a lambda function, we list the corresponding arguments in the same order and separate them with a comma, too:

(lambda x, y, z: x + y + z)(3, 8, 1)

12

It’s also possible to use a lambda function to perform conditional operations. Below is a lambda analog for a simple if-else function:

print((lambda x: x if(x > 10) else 10)(5))

print((lambda x: x if(x > 10) else 10)(12))

10

12

If multiple conditions are present (if-elif-…-else), we have to nest them:

(lambda x: x \* 10 if x > 10 else (x \* 5 if x < 5 else x))(11)

110

The issue with this approach is that already with one nested condition, the code becomes difficult to read, as we can see above. In such situations, a normal function with an if-elif-…-else set of conditions would be a better choice than a lambda function. Indeed, we can write the lambda function from the example above in the following way:

def check\_conditions(x):

if x > 10:

return x \* 10

elif x < 5:

return x \* 5

else:

return x

check\_conditions(11)

110

Even though the function above spans more lines than the corresponding lambda function, it’s much easier to read.

We can assign a lambda function to a variable and then call that variable as a normal function:

increment = lambda x: x + 1

increment(2)

3

However, it’s a bad practice, according the PEP 8 style guide for Python code:

The use of the assignment statement eliminates the sole benefit a lambda expression can offer over an explicit def statement (i.e., that it can be embedded inside a larger expression).

So, if we really need to store a function for further usage, instead of assigning a lambda function to a variable, we’d better define an equivalent normal function.

Q31. Explain Inheritance in Python with an example?

# Ans:- Python Inheritance

Inheritance is an important aspect of the object-oriented paradigm. Inheritance provides code reusability to the program because we can use an existing class to create a new class instead of creating it from scratch.

In inheritance, the child class acquires the properties and can access all the data members and functions defined in the parent class. A child class can also provide its specific implementation to the functions of the parent class. In this section of the tutorial, we will discuss inheritance in detail.

In python, a derived class can inherit base class by just mentioning the base in the bracket after the derived class name. Consider the following syntax to inherit a base class into the derived class.

![Python Inheritance](data:image/png;base64,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)

### Syntax

1. **class** derived-**class**(base **class**):
2. <**class**-suite>

A class can inherit multiple classes by mentioning all of them inside the bracket. Consider the following syntax.

### Syntax

1. **class** derive-**class**(<base **class** 1>, <base **class** 2>, ..... <base **class** n>):
2. <**class** - suite>

### Example 1

1. **class** Animal:
2. **def** speak(self):
3. **print**("Animal Speaking")
4. #child class Dog inherits the base class Animal
5. **class** Dog(Animal):
6. **def** bark(self):
7. **print**("dog barking")
8. d = Dog()
9. d.bark()
10. d.speak()

**Output:**

dog barking

Animal Speaking

Q32. Suppose class C inherits from classes A and B as class C(A,B).Classes A and B both have their own versions of method func(). If we call func() from an object of class C, which version gets invoked?

Ans:- **Multiple Inheritance**   
When a class is derived from more than one base class it is called multiple Inheritance. The derived class inherits all the features of the base case.
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**Syntax:**

Class Base1:

Body of the class

Class Base2:

Body of the class

Class Derived(Base1, Base2):

Body of the class

Class A:

Body of the class

Class B:

Body of the class

Class C(A,B):

Body of the class

For example:-

class Rectangle:

def \_\_init\_\_(self, length, width, \*\*kwargs):

self.length = length

self.width = width

super().\_\_init\_\_(\*\*kwargs)

def area(self):

return self.length \* self.width

def perimeter(self):

return 2 \* self.length + 2 \* self.width

class Square(Rectangle):

def \_\_init\_\_(self, length, \*\*kwargs):

super().\_\_init\_\_(length=length, width=length, \*\*kwargs)

class Triangle:

def \_\_init\_\_(self, base, height, \*\*kwargs):

self.base = base

self.height = height

super().\_\_init\_\_(\*\*kwargs)

def tri\_area(self):

return 0.5 \* self.base \* self.height

class RightPyramid(Square, Triangle):

def \_\_init\_\_(self, base, slant\_height, \*\*kwargs):

self.base = base

self.slant\_height = slant\_height

kwargs["height"] = slant\_height

kwargs["length"] = base

super().\_\_init\_\_(base=base, \*\*kwargs)

def area(self):

base\_area = super().area()

perimeter = super().perimeter()

return 0.5 \* perimeter \* self.slant\_height + base\_area

def area\_2(self):

base\_area = super().area()

triangle\_area = super().tri\_area()

return triangle\_area \* 4 + base\_area

Q33. Which methods/functions do we use to determine the type of instance and inheritance?

Ans:- **Python has two built-in functions that work with inheritance:**

* Use isinstance() to check an instance's type: isinstance(obj, int) will be True only if obj.\_\_class\_\_ is int or some class derived from int .
* Use issubclass() to check class inheritance: issubclass(bool, int) is True since bool is a subclass of int .

# isinstance() and issubclass()

The **isinstance()** method checks whether an object is an instance of a class whereas **issubclass()** method asks whether one class is a subclass of another class (or other classes).

### isinstance(object, classinfo)

Return true if the object argument is an instance of the **classinfo** argument, or of a (direct, indirect or virtual) subclass thereof.

### issubclass(class, classinfo)

Return true if class is a **subclass** (direct, indirect or virtual) of classinfo. A class is considered a subclass of itself.

#### example

class MyClass(object):

pass

class MySubClass(MyClass):

pass

print(isinstance(MySubClass, object))

print(issubclass(MySubClass, MyClass))

print(isinstance(MySubClass, MyClass))

#### output

True

True

False

Q34.Explain the use of the 'nonlocal' keyword in Python.

Ans:- The nonlocal keyword is used to work with variables inside nested functions, where the variable should not belong to the inner function. Use the keyword nonlocal to declare that the variable is not local.

Q35. What is the global keyword?

# Ans:- Python Global Keyword (With Examples)

Many a time we are required to declare a variable that is to be used for multiple times in our program. But its value can keep changing according to the situation and the function it is being used for. Hence, [Python](https://www.toppr.com/guides/computer-science/introduction-to-python/getting-started-with-python/python/) provides us a method to declare a variable globally, which can be accessed within class and functions, and the value of it can be changed only for that class or function respectively. Python global keyword is used to declare that variable in the program. This article will learn more about the Python global keyword, its syntax, when to use it, and examples for proper understanding.

## What is the Global Keyword?

* **Python global keyword** allows the user to define a variable globally whose value can be modified outside the current scope.

The term global denotes that the scope of a variable declared as global will persist for the duration of the entire program’s execution. We utilize the global keyword inside a function only when we wish to conduct value assignments or update a variable.

## Rules of Global Keyword

Few basic rules for using the Python global keyword:

* Without the use of the global keyword, a variable created inside any function is a Local variable by default.
* Variable defined outside the function is Global by default. No need to use the global keyword.
* Global keyword is used when we want to read or write any global variable value inside the function.
* The global keyword used for a variable declared outside the function does not have any effect on it.
* In the same line, a variable cannot be declared global and assigned a value. E.g. global x = 5 is not allowed.

## Use of Global Keyword

In a Python program, distinct variables have different scopes. The variable may or may not be available inside a function, depending on where it is declared. We may need to change a variable inside a function from outside its current scope on occasion. In this case, we utilize the global keyword in conjunction with the variable name.

In Python, the global keyword allows you to change a variable value outside of its current scope. It is used to make changes to a global variable from a local location. The global keyword is only required for altering the variable value and not for publishing or accessing it.

Let us understand various examples where can we use the global keyword.

#### ****Accessing Global variable from inside the function****

In this example, the variable is declared outside the function i.e., globally. We will simply fetch the variable into the local function and print it.

Example 1 –

COPY CODE

# Python program to illustrate the usage of global variable in a local function

num = 25 # Global variable

def display():

print('Global Variable value inside function:', num)

display()

Output –

Global Variable value inside function: 25